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Base R provides two broad classes for representing dates-- POSIXt and Date. Objects of these classes conform to international standards[[1]](#footnote-1) by marking a calendar "day" with the instant of time that begins the day; i.e., 00.00. It is straightforward to calculate elapsed time in units of "days" using those objects. However, business-use cases often express elapsed time in units of business "months" or "years" and the definition of "month" or "year" in units of calendar "days" does not unambiguously satisfy this business requirement.

The "mondate" package adopts a different perspective. It is based on three principles:

1. A "month" is marked with the instant in time that separates that month from the following month.
2. A "day" is marked with the instant in time that separates that day from the following day.
3. A "year" equals twelve "months" *by definition.*

mondate objects constructed according to these principles make it straightforward to calculate elapsed time in units of business "months" and "years."

The purpose of this paper is to demonstrate the usefulness of the "mondate" package in everyday and business situations that express time in units of months or years. Technical looks "under the mondate “hood" will only be touched on for clarification.

The four major benefits of the mondate package are:

1. Date Aging
2. Date Formatting
3. Date Sequencing
4. Date Cutting

## 1. Date Aging

The "age" of an event plays many important roles in business use cases. By definition, Date objects are measured in units of "days" and POSIXt objects in units of "seconds". But sometimes it is more convenient to measure elapsed time in units of "months" or "years". This is where mondate comes in.

#### Example 1

If my "birth event" took place on February 29, 1996 then my age on February 28, 2006 was 10:

require(mondate)

## Loading required package: mondate  
##   
## Attaching package: 'mondate'  
##   
## The following object is masked from 'package:base':  
##   
## as.difftime

YearsBetween("1996-02-29", "2006-02-28")

## [1] 10  
## attr(,"timeunits")  
## [1] "years"

or in the US

YearsBetween("2/29/1996", "2/28/2006")

## [1] 10  
## attr(,"timeunits")  
## [1] "years"

and

MonthsBetween("2/29/1996", "2/28/2006")

## [1] 120  
## attr(,"timeunits")  
## [1] "months"

which also results when subtracting two mondates

m1 <- mondate.ymd(1996, 2)  
m2 <- mondate.ymd(2006, 2)  
m2 - m1

## Time difference of 120 months

#### Example 2

Suppose for Accounts Receivable aging, ABC Company has a policy of recognizing all invoices to have been sent on the last day of the month. This code calculates the age of all November 2015 invoices as of the end of the year and the end of the following year:

asof <- mondate.ymd(2015:2016)  
ages <- asof – mondate(“2015-11-30”)  
print(ages)

## Time differences in months  
## [1] 2 14

#### Example 3

The last example in this section is actuarial in nature. Suppose ABC Insurance Co. stores the date of insured losses in the variable (or data base field) DateOfLoss. Here are 10 random dates of loss after the end of 2010:

# generate 10 random dates after 2010  
set.seed(1)  
z <- rexp(10, .1)  
DateOfLoss <- as.Date(mondate.ymd(2010) + z)  
names(DateOfLoss) <- paste0("Claim", 1:10)  
print(DateOfLoss)

## Claim1 Claim2 Claim3 Claim4 Claim5   
## "2011-08-18" "2011-12-26" "2011-02-13" "2011-02-12" "2011-05-12"   
## Claim6 Claim7 Claim8 Claim9 Claim10   
## "2013-05-30" "2012-01-10" "2011-06-12" "2011-10-18" "2011-02-14"

Here are the four quarter-end "as-of dates" in 2013:

# Quarter-ends in 2013  
asof <- mondate.ymd(2013, 3 \* 1:4)  
names(asof) <- paste0("Q", 1:4)  
print(asof)

## Q1 Q2 Q3 Q4   
## 03/31/2013 06/30/2013 09/30/2013 12/31/2013

Comment:  
"names" were assigned to DateOfLoss and asof so that R will automatically embellish the data.frame below with row and column headers.

Here are the ages of the 10 losses as of each quarter end, stored in a data.frame with each claim's date of loss:

# a matrix of ages in units of months  
Ages <- round(sapply(asof, `-` , DateOfLoss), 1)  
# code ages as "not available" if the evaluation date preceeds   
# the Date of Loss (one instance)  
Ages[Ages <= 0] <- NA  
data.frame(DateOfLoss, Ages)

## DateOfLoss Q1 Q2 Q3 Q4  
## Claim1 2011-08-18 19.5 22.5 25.5 28.5  
## Claim2 2011-12-26 15.2 18.2 21.2 24.2  
## Claim3 2011-02-13 25.6 28.6 31.6 34.6  
## Claim4 2011-02-12 25.6 28.6 31.6 34.6  
## Claim5 2011-05-12 22.6 25.6 28.6 31.6  
## Claim6 2013-05-30 NA 1.1 4.1 7.1  
## Claim7 2012-01-10 14.7 17.7 20.7 23.7  
## Claim8 2011-06-12 21.6 24.6 27.6 30.6  
## Claim9 2011-10-18 17.5 20.5 23.5 26.5  
## Claim10 2011-02-14 25.5 28.5 31.5 34.5

### Date Arithmetic

mondates can act arithmetically in (almost always) the same way their underlying numeric can act.[[2]](#footnote-2) In particular, use subtraction to measure the magnitude of the interval between two dates in units of months.

For example, the following two calculations yield the same result:

mondate("2015-12-31") - mondate("2014-12-31")

## Time difference of 12 months

mondate("2015-12-31") - as.Date("2015-01-01")

## Time difference of 12 months

Why are the results identical even though the subtrahends would appear to be a day apart? The answer is that the two objects, as.Date("2015-01-01") and mondate("2014-12-31") *represent the same instant in time*, i.e., the moment that separates events occuring in 2014 from events occurring in 2015. This points out a new feature in mondate v1.0.
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## 2. Date Formatting

mondate enables dates to be read and displayed in more than one format. The current built-in formats that are automatically recognized are

1. USa: "%m/%d/%Y"
2. USb: "%m-%d-%Y"
3. EUa: "%Y-%m-%d"
4. EUb: "%Y/%m/%d"

The order can be changed and new formats added using base::options for display ("writing") and set.mondate.displayFormats for "reading".

### "writing": dynamic format display

By default, mondate looks at your value of Sys.getlocale("LC\_TIME") at startup. If "United States" appears, then USa format is selected, otherwise, EUa is selected. This default can be changed globally for all mondate objects in the session or for individual objects.

#### Example 4

This vignette is being written in the US, so today's date, November 11, 2015, will be represented using the first format above by default:

mondate(Sys.Date())

## mondate: timeunits="months"  
## [1] 11/11/2015

The default can be changed to the international standard format[[3]](#footnote-3) "YYYY-MM-DD" using base::options and the name mondate.default.displayFormat:

options(mondate.default.displayFormat = "%Y-%m-%d")  
mondate(Sys.Date())

## mondate: timeunits="months"  
## [1] 2015-11-11

#### Example 5

French users of the format "dd/mm/YYYY" can establish that the default be:

options(mondate.default.displayFormat = "%d/%m/%Y")  
mondate(Sys.Date())

## mondate: timeunits="months"  
## [1] 11/11/2015
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#### Example 6

Here we create the first 6 month-ends of 2015 to be displayed in the French format above despite the fact that the default format is first changed to the ISO standard:

options(mondate.default.displayFormat = "%Y-%m-%d")  
mondate(Sys.Date())

## mondate: timeunits="months"  
## [1] 2015-11-11

m <- mondate.ymd(2015, 1:6, displayFormat = "%d/%m/%Y")  
print(m)

## [1] 31/01/2015 28/02/2015 31/03/2015 30/04/2015 31/05/2015 30/06/2015

More creative formats can be used, for instance to display just the year and month, as was done in "Example 3" above.

### "reading": dynamic format detection

As previously mentioned, the mondate package has the four formats paste(get.mondate.displayFormats(), collapse=", ") for detecting whether a character string represents a "date." To inform mondate of another format for converting character to date, use set.mondate.displayFormats[[4]](#footnote-4) with the value(s) of your choice.

#### Example 7

To set the French format "dd/mm/yyyy" as Priority One for detecting dates, add that format to the *head* of the current list of detectable formats. The  
code below accomplishes that.[[5]](#footnote-5):

set.mondate.displayFormats(c("%d/%m/%Y",   
 get.mondate.displayFormats()),   
 clear = TRUE)

Continuing, suppose dates in a spreadsheet are saved to a csv file in France and the read.csv function results in this data.frame:

data <- data.frame(  
 cbind(Invoice=c("A", "B", "C"),  
 datechar = c("28/11/2015", "29/11/2015", "30/11/2015")))  
print(data)

## Invoice datechar  
## 1 A 28/11/2015  
## 2 B 29/11/2015  
## 3 C 30/11/2015

The character string of dates can be converted automatically to Date objects via mondate as follows

data$InvoiceDate <- as.Date(mondate(data$datechar))  
print(data)

## Invoice datechar InvoiceDate  
## 1 A 28/11/2015 2015-11-28  
## 2 B 29/11/2015 2015-11-29  
## 3 C 30/11/2015 2015-11-30

For more information on which codes to use when formatting dates, see the R help page for the strptime function. To add addtional defaults according to your value of Sys.getlocale("LC\_TIME"), contact the author[[6]](#footnote-6). (All are welcome to visit the package's public repository at <https://github.com/chiefmurph/mondate>.)

## 3. Date Sequencing

Sequences of dates in units of days or weeks is easily accomplished using the base R's Date class:

seq(as.Date("2015-11-01"), by = "day", length.out = 5)

## [1] "2015-11-01" "2015-11-02" "2015-11-03" "2015-11-04" "2015-11-05"

Month-sequences can similarly be generated with Dates, which does work well for most dates. Results can be disappointing, however, for dates near the end of the month. Compare these two sequences starting from the first and last days of January:

seq(as.Date("2015-01-01"), by = "month", length.out = 5)

## [1] "2015-01-01" "2015-02-01" "2015-03-01" "2015-04-01" "2015-05-01"

seq(as.Date("2015-01-31"), by = "month", length.out = 5)

## [1] "2015-01-31" "2015-03-03" "2015-03-31" "2015-05-01" "2015-05-31"

All dates in the first sequence are the first days of the month, but some dates in the second sequence "leak" into subsequent months. This behavior is well documented in R help[[7]](#footnote-7):

Using "month" first advances the month without changing the day: if this results in an invalid day of the month, it is counted forward into the next month

Perhaps the major purpose of the mondate package is to avoid this shortcoming.[[8]](#footnote-8)

#### Example 8

Sequences of month ends can be accomplished in various "mondate" ways. Here are two:

seq(mondate("2015-01-31"), by = "month", length.out = 5)

## mondate: timeunits="months"  
## [1] 2015-01-31 2015-02-28 2015-03-31 2015-04-30 2015-05-31

mondate.ymd(2015, 1:5)

## mondate: timeunits="months"  
## [1] 01/31/2015 02/28/2015 03/31/2015 04/30/2015 05/31/2015

The display format in the first sequence inherits from the format of the character representation of the beginning date. The display format in the second sequence is based on the author's locale (see "Date Formatting" section above). Also note that each of the objects generated above are of class "mondate".
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### seqmondate

seqmondate(x) generates sequences of class(x) for a variety of classes: Date, POSIXt, and mondate. For any other class(x) seqmondate(x) will produce a sequence of mondates, if possible. By default, 'by = "month"' is assumed.

#### Example 9

The first sequence below generates the same month-ends as in Example 8 but this time the objects generated are Dates.

(d <- seqmondate(as.Date("2015-01-01"), length = 5))

## [1] "2015-01-01" "2015-02-01" "2015-03-01" "2015-04-01" "2015-05-01"

class(d)

## [1] "Date"

#### Example 10: Year-ends

It has been said that there are always multiple ways to do things in R and this is no exception. Here are two ways to generate sequences of year-end dates.

seqmondate("2010-12-31", by = "year", length = 6)

## mondate: timeunits="months"  
## [1] 2010-12-31 2011-12-31 2012-12-31 2013-12-31 2014-12-31 2015-12-31

mondate.ymd(2010:2015)

## mondate: timeunits="months"  
## [1] 12/31/2010 12/31/2011 12/31/2012 12/31/2013 12/31/2014 12/31/2015
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## 4. Date Cutting

**Sidebar on "cut" for numerics**  
A cut of a numeric 'x' is a collection of (half-open,half-closed] intervals that "cover" 'x'. By "cover" is meant that every value in 'x' is contained in some interval[[9]](#footnote-9), with the exception that R excludes the minimum value of 'x' by default.[[10]](#footnote-10) By default, the right endpoint is assumed to be closed.[[11]](#footnote-11)

A cut in R is represented by a factor. The cut function elegantly enunciates the numeric intervals by clearly identifying the (open,closed] borders in the factor's levels.

R Definition: A cut of a set of dates 'x' by "months" is a collection of contiguous months such that every date in x is contained in some month.

This correspondence between a date and its neighboring members in its 'cut' can be an important factor in the statistical analysis of events occurring during similar time periods.

There is a cut method for mondates when the 'breaks' argument is

* numeric and so determines the borders between intervals, or
* character and so identifies that the cover is to be a set of day-, week-, month-, year-, or quarter-intervals.

First we will define some cuts. Then we will see how one might use a cut.

#### Example 11

Because a mondate is fundamentally a numeric[[12]](#footnote-12), the following two commands -- the first on numeric, the second on mondate -- are fundamentally the same. The only difference is how the cuts' levels display.

cut(seq(from = 180.5, to = 185.5, by = .5), breaks = 180:186)

## [1] (180,181] (180,181] (181,182] (181,182] (182,183] (182,183] (183,184]  
## [8] (183,184] (184,185] (184,185] (185,186]  
## Levels: (180,181] (181,182] (182,183] (183,184] (184,185] (185,186]

cut(seq(from = mondate(180.5), to = mondate(185.5), by = .5), breaks = 180:186)

## [1] (12/31/2014,01/31/2015] (12/31/2014,01/31/2015]  
## [3] (01/31/2015,02/28/2015] (01/31/2015,02/28/2015]  
## [5] (02/28/2015,03/31/2015] (02/28/2015,03/31/2015]  
## [7] (03/31/2015,04/30/2015] (03/31/2015,04/30/2015]  
## [9] (04/30/2015,05/31/2015] (04/30/2015,05/31/2015]  
## [11] (05/31/2015,06/30/2015]  
## 6 Levels: (12/31/2014,01/31/2015] ... (05/31/2015,06/30/2015]

In the month intervals above, if one were to label the interval with one of the endpoints, it seems natural to choose the closed endpoint. That is the 'mondate' convention when 'breaks' is character. This bears repeating:
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We begin with examples of mondate cuts, with breaks being numeric and character.

#### Example 12

The following two commands generate the same cut. The first explicitly sets the break points with the month-ends beginning 2014-12-31 and ending six months later. The second implicitly sets the same break points. As with cut.default, the labels of the first cut clearly enunciate the (open,closed] monthly intervals. The labels of the second cut only display the closed endpoint.

cut(seq(mondate("2015-01-15"), mondate("2015-06-15"), by = .5),   
 breaks = mondate.ymd(2014) + 0:6)

## [1] (2014-12-31,2015-01-31] (2014-12-31,2015-01-31]  
## [3] (2015-01-31,2015-02-28] (2015-01-31,2015-02-28]  
## [5] (2015-02-28,2015-03-31] (2015-02-28,2015-03-31]  
## [7] (2015-03-31,2015-04-30] (2015-03-31,2015-04-30]  
## [9] (2015-04-30,2015-05-31] (2015-04-30,2015-05-31]  
## [11] (2015-05-31,2015-06-30]  
## 6 Levels: (2014-12-31,2015-01-31] ... (2015-05-31,2015-06-30]

cut(seq(mondate("2015-01-15"), mondate("2015-06-15"), by = .5), breaks = "month",  
 include.lowest = TRUE)

## [1] 2015-01-31 2015-01-31 2015-02-28 2015-02-28 2015-03-31 2015-03-31  
## [7] 2015-04-30 2015-04-30 2015-05-31 2015-05-31 2015-06-30  
## 6 Levels: 2015-01-31 2015-02-28 2015-03-31 2015-04-30 ... 2015-06-30

In the case that breaks is character it is unfortunate to have to set include.lowest = TRUE, opposite its default value FALSE.[[13]](#footnote-13) Other cut arguments as well have default values that may seem counterintuitive for cutting dates.

Perhaps the most troubling default is right = TRUE for Date objects because it violates the basic principle that Date objects begin on, and can be considered synonymous with, the instant beginning of the day, i.e., the *left* endpoint. For those and other reasons a new cutmondate generic exists in mondate v1.0.
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Additionally, three new arguments were added to cut.mondate, which we will cover in due course.

We now turn our attention to the cutmondate methods.

### cutmondate

The 'cutmondate' collection of methods are most effective when 'breaks' defines a cover in terms of months or multiple months.
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#### Example 13

Here we regenerate the same DateOfLoss dates from Example 3, and cut them into month intervals.

set.seed(1)  
z <- rexp(10, .1)  
monDOL <- mondate.ymd(2010) + z  
DateOfLoss <- as.Date(monDOL)  
print(DateOfLoss)

## [1] "2011-08-18" "2011-12-26" "2011-02-13" "2011-02-12" "2011-05-12"  
## [6] "2013-05-30" "2012-01-10" "2011-06-12" "2011-10-18" "2011-02-14"

cutmondate(DateOfLoss)

## [1] 2011-08-01 2011-12-01 2011-02-01 2011-02-01 2011-05-01 2013-05-01  
## [7] 2012-01-01 2011-06-01 2011-10-01 2011-02-01  
## 28 Levels: 2011-02-01 2011-03-01 2011-04-01 2011-05-01 ... 2013-05-01

The "28 Levels" says that it takes 28 contiguous months to cover 'DateOfLoss'. Note that the levels are labeled with the first day of each month because in this case right=FALSE by default. Specify right=TRUE and the levels are labeled by the last day of the month, which occurs by default in the second, mondate case below:

cutmondate(DateOfLoss, right = TRUE)

## [1] 2011-08-31 2011-12-31 2011-02-28 2011-02-28 2011-05-31 2013-05-31  
## [7] 2012-01-31 2011-06-30 2011-10-31 2011-02-28  
## 28 Levels: 2011-02-28 2011-03-31 2011-04-30 2011-05-31 ... 2013-05-31

cutmondate(monDOL)

## [1] 08/31/2011 12/31/2011 02/28/2011 02/28/2011 05/31/2011 05/31/2013  
## [7] 01/31/2012 06/30/2011 10/31/2011 02/28/2011  
## 28 Levels: 02/28/2011 03/31/2011 04/30/2011 05/31/2011 ... 05/31/2013

Before tackling the final examples, it is important to point out three new arguments for cut.mondate (and therefore for cutmondate) that do not appear in cut.default or cut.Date:

* startmonth
* startyear
* attr.breaks = FALSE

See the help for cut.mondate for details behind these arguments. We will show use of the first and third.

### Fiscal Years
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#### Example 14

Suppose ABC's fiscal year is July 1 through June 30. The dates of loss in the previous examples can be cut into fiscal years by setting startmonth = 7.

Here we show two ways to cut DateOfLoss by fiscal year, the choice depending on whether the company identifies its fiscal year with the beginning day or ending day of the period.

cutmondate(DateOfLoss, breaks = "year", startmonth = 7)

## [1] 2011-07-01 2011-07-01 2010-07-01 2010-07-01 2010-07-01 2012-07-01  
## [7] 2011-07-01 2010-07-01 2011-07-01 2010-07-01  
## Levels: 2010-07-01 2011-07-01 2012-07-01

cutmondate(DateOfLoss, breaks = "year", startmonth = 7, right = TRUE)

## [1] 2012-06-30 2012-06-30 2011-06-30 2011-06-30 2011-06-30 2013-06-30  
## [7] 2012-06-30 2011-06-30 2012-06-30 2011-06-30  
## Levels: 2011-06-30 2012-06-30 2013-06-30

Continuing, suppose ABC Company refers to fiscal year by the first calendar year. (For example, FY 2015/2016 is referred to as the “2015 year.”) The dates can be cut and the appropriate labels automatically generated in the single function call

cutmondate(mondate(DateOfLoss, displayFormat = "%Y"),   
 breaks = "year", right = FALSE, startmonth = 7)

## [1] 2011 2011 2010 2010 2010 2012 2011 2010 2011 2010  
## Levels: 2010 2011 2012

In the final example we aggregate and plot data by fiscal year.

#### Example 15

ABC Insurance Co. records loss amounts associated with the dates of loss at regular intervals. Suppose the amounts as of 2016-06-30 are

(LossAmount <- round(rnorm(10, 1000, 100), -1))

## [1] 890 970 970 960 1030 910 1040 880 980 1040

ABC's actuaries want to aggregate loss by age. The C-Suite wants aggregations by fiscal year. Everyone wants visuals! No problem.

First, cut the loss dates into fiscal years (FY), but this time also use attr.breaks = TRUE.
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FY <- cutmondate(mondate(DateOfLoss, displayFormat = "%Y"),   
 breaks = "year", right = FALSE, startmonth = 7,  
 attr.breaks = TRUE)  
asof <- mondate.ymd(2016, 6)  
age <- asof - attr(FY, "breaks")[FY]  
(data <- data.frame(DateOfLoss, LossAmount, FY, FYage = age))

## DateOfLoss LossAmount FY FYage  
## 1 2011-08-18 890 2011 60 months  
## 2 2011-12-26 970 2011 60 months  
## 3 2011-02-13 970 2010 72 months  
## 4 2011-02-12 960 2010 72 months  
## 5 2011-05-12 1030 2010 72 months  
## 6 2013-05-30 910 2012 48 months  
## 7 2012-01-10 1040 2011 60 months  
## 8 2011-06-12 880 2010 72 months  
## 9 2011-10-18 980 2011 60 months  
## 10 2011-02-14 1040 2010 72 months

Calculate loss totals -- here we use aggregate -- and plot those totals -- here we use base R graphics. The first plot is by FY, the second by FY age.

(LossByFY <- aggregate(LossAmount ~ FY, data, sum))

## FY LossAmount  
## 1 2010 4880  
## 2 2011 3880  
## 3 2012 910

barplot(LossByFY$LossAmount, names.arg = LossByFY$FY,  
 ylab = "$thousands",  
 xlab = "Fiscal Year",  
 main = paste("Total Loss\n As of", asof),  
 col = "blue")
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# and  
(LossByFYage <- aggregate(LossAmount ~ FYage, data, sum))

## FYage LossAmount  
## 1 48 months 910  
## 2 60 months 3880  
## 3 72 months 4880

barplot(LossByFYage$LossAmount, names.arg = LossByFYage$FYage,  
 ylab = "$thousands",  
 xlab = "Fiscal Year Age (months)",  
 main = paste("Total Loss\n As of", asof),  
 col = "blue")

![](data:image/png;base64,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)

## Summary

The mondate package represents dates in a way that enables date aging and sequencing in a mathematically "invertible" manner.[[14]](#footnote-14)

A mondate object is not appropriate for all situations. For example, a mondate halfway through the month of February falls on the close of business of the 14th day (in most cases) but falls on the 15th day for April. If a time period other than month or year is more suited to the situation, use an R object other than mondate.

Factors that associate similar events by date can be created by R's cut methods. A cut method exists for mondate objects but the preferable function to use for cutting those and other date-representing objects (Date, POSIXt) is cutmondate because the arguments default to values intuitively appropriate for the object. The "startmonth" arguments allows the creation of fiscal year cuts.

## Thank you

Many thanks to the R Development team for their work on Date and POSIXt objects and methods.

A special thank you goes out to Gabor Grothendieck for his suggestion of, and help with, cut.mondate.

Finally, the "mondate perspective" was motivated by Damien Laker in his somewhat obscure 2008 paper *Time Calculations for Annualizing Returns: The Need for Standardization*[[15]](#footnote-15) where he states the obvious :-)

"Annualization calculations based on whole months never wind up accidentally calculating that a year is anything other than a year long."

Mr. Laker's *Recommended Method* is based on two cases:[[16]](#footnote-16)

1. "For any period that starts and finishes on the last day of a month, the time calculation can be done entirely in months."
2. "In cases where the start date or end date is not the last day of a month, it will be necessary to count a partial month."

The mondate package embraces this end-of-business, month-centric, a-year-equals-twelve-months perspective.

1. Refer to <http://www.iso.org/iso/home/standards/iso8601.htm> [↑](#footnote-ref-1)
2. The underlying numeric measures the number of months since the close of business 1999-12-31 (".mondate.origin"). The reader is encouraged to experiment with mondate arithmetic. Please inform the package maintainer if the results are not intuitive. [↑](#footnote-ref-2)
3. ibid. [↑](#footnote-ref-3)
4. This function sets the options value of mondate.displayFormats [↑](#footnote-ref-4)
5. This example is given in ?set.mondate.displayFormats [↑](#footnote-ref-5)
6. chiefmurphy at gmail [↑](#footnote-ref-6)
7. see ?seq.POSIXt [↑](#footnote-ref-7)
8. "Under the hood" mondate represent dates relative to the percent of the month that has transpired by the close of business that day. Kudos to Damien Laker! See the "Thank You" section at the end. [↑](#footnote-ref-8)
9. thus, not an "open cover" in the topological sense [↑](#footnote-ref-9)
10. unless you set include.lowest = TRUE [↑](#footnote-ref-10)
11. change the interval to left-closed by setting right = FALSE [↑](#footnote-ref-11)
12. the "mondate class" is defined via setClass("mondate", contains = "numeric", etc. [↑](#footnote-ref-12)
13. Excluding the minimum value of 'x' would be somewhat *random* -- forgive the colloquialism -- given that other values of 'x' are likely to in the same time interval. In the case of character breaks, include.lowest=FALSE throws an error. [↑](#footnote-ref-13)
14. Invertible in the sense that retracing a monthly sequence from the end should produce the same sequence but in reverse order. That is not always possible with Date sequences by "month". Consider that  
    seq(as.Date("2015-01-31"), by = "month", length.out = 2)  
    yields  
    "2015-01-31" "2015-03-03"  
    whereas  
    seq(as.Date("2015-03-03"), by = "-1 month", length.out = 2)  
    yields  
    "2015-03-03" "2015-02-03" [↑](#footnote-ref-14)
15. The Journal of Performance Measurement, Summer 2008 [↑](#footnote-ref-15)
16. Ibid. Although the terms "start on" and "finishes on" are not specifically defined in Mr. Laker's paper, the spirit is intuitively understood and reflected in the package. [↑](#footnote-ref-16)